* R Data Extraction from CS, Excel, MySQL, MS SQL Server using ODBC
* Data mining and cleaning
* Reshape data frame
* Create linear regression, and logistics regression model
* Plot graph

K Means Clustering in R

## What is K Means Clustering?

K Means Clustering is an unsupervised learning algorithm that tries to cluster data based on their similarity.. In k means clustering, we have the specify the number of clusters we want the data to be grouped into. The algorithm randomly assigns each observation to a cluster, and finds the centroid of each cluster. Then, the algorithm iterates through two steps:

* Reassign data points to the cluster whose centroid is closest.
* Calculate new centroid of each cluster.

These two steps are repeated till the within cluster variation cannot be reduced any further. The within cluster variation is calculated as the sum of the euclidean distance between the data points and their respective cluster centroids.

## Exploring the data

The iris dataset contains data about sepal length, sepal width, petal length, and petal width of flowers of different species. Let us see what it looks like:

library(datasets)

head(iris)

Sepal.Length Sepal.Width Petal.Length Petal.Width Species

1 5.1 3.5 1.4 0.2 setosa

2 4.9 3.0 1.4 0.2 setosa

3 4.7 3.2 1.3 0.2 setosa

4 4.6 3.1 1.5 0.2 setosa

5 5.0 3.6 1.4 0.2 setosa

6 5.4 3.9 1.7 0.4 setosa

After a little bit of exploration, I found that Petal.Length and Petal.Widthwere similar among the same species but varied considerably between different species, as demonstrated below:

library(ggplot2)

ggplot(iris, aes(Petal.Length, Petal.Width, color = Species)) + geom\_point()

Here is the plot:  
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## Clustering

Okay, now that we have seen the data, let us try to cluster it. Since the initial cluster assignments are random, let us set the seed to ensure reproducibility.

set.seed(20)

irisCluster <- kmeans(iris[, 3:4], 3, nstart = 20)

irisCluster

K-means clustering with 3 clusters of sizes 46, 54, 50

Cluster means:

Petal.Length Petal.Width

1 5.626087 2.047826

2 4.292593 1.359259

3 1.462000 0.246000

Clustering vector:

[1] 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3

[35] 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 3 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2

[69] 2 2 2 2 2 2 2 2 2 1 2 2 2 2 2 1 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 2 1 1

[103] 1 1 1 1 2 1 1 1 1 1 1 1 1 1 1 1 1 2 1 1 1 2 1 1 2 2 1 1 1 1 1 1 1 1

[137] 1 1 2 1 1 1 1 1 1 1 1 1 1 1

Within cluster sum of squares by cluster:

[1] 15.16348 14.22741 2.02200

(between\_SS / total\_SS = 94.3 %)

Available components:

[1] "cluster" "centers" "totss" "withinss"

[5] "tot.withinss" "betweenss" "size" "iter"

[9] "ifault"

Since we know that there are 3 species involved, we ask the algorithm to group the data into 3 clusters, and since the starting assignments are random, we specify nstart = 20. This means that R will try 20 different random starting assignments and then select the one with the lowest within cluster variation.  
We can see the cluster centroids, the clusters that each data point was assigned to, and the within cluster variation.

Let us compare the clusters with the species.

table(irisCluster$cluster, iris$Species)

setosa versicolor virginica

1 0 2 44

2 0 48 6

3 50 0 0

As we can see, the data belonging to the setosa species got grouped into cluster 3, versicolor into cluster 2, and virginica into cluster 1. The algorithm wrongly classified two data points belonging to versicolor and six data points belonging to virginica.

We can also plot the data to see the clusters:

irisCluster$cluster <- as.factor(irisCluster$cluster)

ggplot(iris, aes(Petal.Length, Petal.Width, color = iris$cluster)) + geom\_point()

Here is the plot:  
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That brings us to the end of the article. I hope you enjoyed it! If you have any questions or feedback, feel free to leave a comment or reach out to me on Twitter.

# K Means Clustering in R Example

Summary: The **kmeans()** function in R requires, at a minimum, numeric data and a number of centers (or clusters).  The cluster centers are pulled out by using **$centers**.  The cluster assignments are pulled by using **$cluster.**  You can evaluate the clusters by looking at **$totss** and **$betweenss**.

**Tutorial Time**: 30 Minutes

R comes with a default K Means function, kmeans().  It only requires two inputs: a matrix or data frame of all numeric values and a number of centers (i.e. your number of clusters or the K of k means).

|  |  |
| --- | --- |
| 1  2  3 | kmeans(x, centers, iter.max = 10, nstart = 1,   algorithm = c("Hartigan-Wong", "Lloyd", "Forgy",   "MacQueen"), trace=FALSE) |

* X is your data frame or matrix.  All values must be numeric.
  + If you have an ID field make sure you drop it or it will be included as part of the centroids.
* Centers is the K of K Means.  centers = 5 would results in 5 clusters being created.
  + You have to determine the appropriate number for K.
* iter.max is the number of times the algorithm will repeat the cluster assignment and moving of centroids.
* nstart is the number of times the initial starting points are re-sampled.
  + In the code, it looks for the initial starting points that have the lowest within sum of squares (withinss).
  + That means it tries “nstart” samples, does the cluster assignment for each data point “nstart” times, and picks the centers that have the lowest distance from the data points to the centroids.
* trace gives a verbose output showing the progress of the algorithm.

## K Means Algorithms in R

The out-of-the-box K Means implementation in R offers three algorithms (Lloyd and Forgy are the same algorithm just named differently).

The default is the Hartigan-Wong algorithm which is often the fastest.  This StackOverflow answer is the closest I can find to showing some of the differences between the algorithms.

Research Paper References:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13 | Forgey, E. (1965). “Cluster Analysis of Multivariate Data:  Efficiency vs. Interpretability of Classification”. In: Biometrics.    Lloyd, S. (1982). “Least Squares Quantization in PCM”.  In: IEEE Trans. Information Theory.    Hartigan, J. A. and M. A. Wong (1979). “Algorithm AS  136: A k-means clustering algorithm”. In: Applied Statistics  28.1, pp. 100–108.    MacQueen, J. B. (1967). “Some Methods for classification  and Analysis of Multivariate Observations”. In: Berkeley  Symposium on Mathematical Statistics and Probability |

## kmeans() R Example

Let’s take an example of clustering customers from a wholesale customer database.  You can download the data I’m using from the Berkley UCI Machine Learning Repository here.

Let’s start off by reading in the data (Note: You may have to use setwd() to change your directory to wherever you’re storing your data).  After reading in the data, let’s just get a quick summary.

|  |  |
| --- | --- |
| 1  2 | data <-read.csv("Wholesale customers data.csv",header=T)  summary(data) |

[![Summary Data for Wholesale Customer Data](data:image/png;base64,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)](http://www.learnbymarketing.com/wp-content/uploads/2015/07/kmeans-r-summary.png)

There’s obviously a big difference for the top customers in each category (e.g. Fresh goes from a min of 3 to a max of 112,151).  Normalizing / scaling the data won’t necessarily remove those outliers.  Doing a log transformation might help.   We could also remove those customers completely.  From a business perspective, you don’t really need a clustering algorithm to identify what your top customers are buying.  You usually need clustering and segmentation for your middle 50%.

With that being said, let’s try removing the top 5 customers from each category.  We’ll use a custom function and create a new data set called data.rm.top

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | top.n.custs <- function (data,cols,n=5) { #Requires some data frame and the top N to remove  idx.to.remove <-integer(0) #Initialize a vector to hold customers being removed  for (c in cols){ # For every column in the data we passed to this function  col.order <-order(data[,c],decreasing=T) #Sort column "c" in descending order (bigger on top)  #Order returns the sorted index (e.g. row 15, 3, 7, 1, ...) rather than the actual values sorted.  idx <-head(col.order, n) #Take the first n of the sorted column C to  idx.to.remove <-union(idx.to.remove,idx) #Combine and de-duplicate the row ids that need to be removed  }  return(idx.to.remove) #Return the indexes of customers to be removed  }  top.custs <-top.n.custs(data,cols=3:8,n=5)  length(top.custs) #How Many Customers to be Removed?  data[top.custs,] #Examine the customers  data.rm.top<-data[-c(top.custs),] #Remove the Customers |

Now, using data.rm.top, we can perform the cluster analysis.  Important note: We’ll still need to drop the Channel and Region variables.  These are two ID fields and are not useful in clustering.

|  |  |
| --- | --- |
| 1  2  3  4 | set.seed(76964057) #Set the seed for reproducibility  k <-kmeans(data.rm.top[,-c(1,2)], centers=5) #Create 5 clusters, Remove columns 1 and 2  k$centers #Display&nbsp;cluster centers  table(k$cluster) #Give a count of data points in each cluster |
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Now we can start interpreting the cluster results:

* Cluster 1 looks to be a heavy Grocery and above average Detergents\_Paper but low Fresh foods.
* Cluster 3 is dominant in the Fresh category.
* Cluster 5 might be either the “junk drawer” catch-all cluster or it might represent the small customers.

A measurement that is more relative would be the withinss and betweenss.

* k$withinss would tell you the sum of the square of the distance from each data point to the cluster center.  Lower is better.  Seeing a high withinss would indicate either outliers are in your data or you need to create more clusters.
* k$betweenss tells you the sum of the squared distance between cluster centers.  Ideally you want cluster centers far apart from each other.

**It’s important to try other values for K**.  You can then compare withinss and betweenss.  This will help you select the best K.   For example, with this data set, what if you ran K from 2 through 20 and plotted the total within sum of squares?  You should find an “elbow” point.  Wherever the graph bends and stops making gains in withinss you call that your K.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | rng<-2:20 #K from 2 to 20  tries <-100 #Run the K Means algorithm 100 times  avg.totw.ss <-integer(length(rng)) #Set up an empty vector to hold all of points  for(v in rng){ # For each value of the range variable   v.totw.ss <-integer(tries) #Set up an empty vector to hold the 100 tries   for(i in 1:tries){   k.temp <-kmeans(data.rm.top,centers=v) #Run kmeans   v.totw.ss[i] <-k.temp$tot.withinss#Store the total withinss   }   avg.totw.ss[v-1] <-mean(v.totw.ss) #Average the 100 total withinss  }  plot(rng,avg.totw.ss,type="b", main="Total Within SS by Various K",   ylab="Average Total Within Sum of Squares",   xlab="Value of K") |
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This plot doesn’t show a very strong elbow.  Somewhere around K = 5 we start losing dramatic gains.  So I’m satisfied with 5 clusters.

You now have all of the bare bones for using kmeans clustering in R.

Here’s the full code for this tutorial.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34 | data <-read.csv("Wholesale customers data.csv",header=T)  summary(data)  top.n.custs <- function (data,cols,n=5) { #Requires some data frame and the top N to remove  idx.to.remove <-integer(0) #Initialize a vector to hold customers being removed  for (c in cols){ # For every column in the data we passed to this function  col.order <-order(data[,c],decreasing=T) #Sort column "c" in descending order (bigger on top)  #Order returns the sorted index (e.g. row 15, 3, 7, 1, ...) rather than the actual values sorted.  idx <-head(col.order, n) #Take the first n of the sorted column C to  idx.to.remove <-union(idx.to.remove,idx) #Combine and de-duplicate the row ids that need to be removed  }  return(idx.to.remove) #Return the indexes of customers to be removed  }  top.custs <-top.n.custs(data,cols=3:8,n=5)  length(top.custs) #How Many Customers to be Removed?  data[top.custs,] #Examine the customers  data.rm.top <-data[-c(top.custs),] #Remove the Customers  set.seed(76964057) #Set the seed for reproducibility  k <-kmeans(data.rm.top[,-c(1,2)], centers=5) #Create 5 clusters, Remove columns 1 and 2  k$centers #Display cluster centers  table(k$cluster) #Give a count of data points in each cluster  rng<-2:20 #K from 2 to 20  tries<-100 #Run the K Means algorithm 100 times  avg.totw.ss<-integer(length(rng)) #Set up an empty vector to hold all of points  for(v in rng){ # For each value of the range variable  v.totw.ss<-integer(tries) #Set up an empty vector to hold the 100 tries  for(i in 1:tries){  k.temp<-kmeans(data.rm.top,centers=v) #Run kmeans  v.totw.ss[i]<-k.temp$tot.withinss#Store the total withinss  }  avg.totw.ss[v-1]<-mean(v.totw.ss) #Average the 100 total withinss  }  plot(rng,avg.totw.ss,type="b", main="Total Within SS by Various K",  ylab="Average Total Within Sum of Squares",  xlab="Value of K") |
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